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Задания для выполнения лабораторной работы  
Задание 1:   
1. Создайте класс HashTable, который будет реализовывать хэш -  
таблицу с помощью метода цепочек.  
2. Реализуйте методы put(key, value), get(key) и remove(key), которые   
добавляют, получают и удаляют пары «ключ-значение» соответственно.   
3. Добавьте методы size() и isEmpty(), которые возвращают   
количество элементов в таблице и проверяют, пуста ли она.   
Пример реализации метода put(key, value):   
public void put(K key, V value) {   
 int index = hash(key);   
 if (table[index] == null) {   
 table[index] = new LinkedList<Entry<K, V>>();   
 }   
 for (Entry<K, V> entry : table[index]) {   
 if (entry.getKey().equals(key)) {   
 entry.setValue(value);   
 return;   
 }   
 }   
 table[index].add(new Entry<K, V>(key, value));   
 size++;   
}

Задание 2:  
Реализация хэш-таблицы для хранения информации о книгах

в библиотеке. Ключом будет ISBN книги, а значением - объект класса Book,

содержащий информацию о названии, авторе и количестве копий.

Необходимо реализовать операции вставки, поиска и удаления книги по

ISBN

Задание 1

import java.util.ArrayList;

import java.util.LinkedList;

public class HashTable<K, V> {

    private static class Entry<K, V> {

        K key;

        V value;

        Entry(K key, V value) {

            this.key = key;

            this.value = value;

        }

    }

    private ArrayList<LinkedList<Entry<K, V>>> table;

    private int size;

    public HashTable(int capacity) {

        table = new ArrayList<>(capacity);

        for (int i = 0; i < capacity; i++) {

            table.add(new LinkedList<>());

        }

        size = 0;

    }

    private int hash(K key) {

        return Math.abs(key.hashCode()) % table.size();

    }

    public void put(K key, V value) {

        int index = hash(key);

        LinkedList<Entry<K, V>> bucket = table.get(index);

        for (Entry<K, V> entry : bucket) {

            if (entry.key.equals(key)) {

                entry.value = value;

                return;

            }

        }

        bucket.add(new Entry<>(key, value));

        size++;

    }

    public V get(K key) {

        int index = hash(key);

        LinkedList<Entry<K, V>> bucket = table.get(index);

        for (Entry<K, V> entry : bucket) {

            if (entry.key.equals(key)) {

                return entry.value;

            }

        }

        return null;

    }

    public void remove(K key) {

        int index = hash(key);

        LinkedList<Entry<K, V>> bucket = table.get(index);

        for (Entry<K, V> entry : bucket) {

            if (entry.key.equals(key)) {

                bucket.remove(entry);

                size--;

                return;

            }

        }

    }

    public int size() {

        return size;

    }

    public boolean isEmpty() {

        return size == 0;

    }

    public static void main(String[] args) {

        HashTable<String, Integer> hashTable = new HashTable<>(10);

        hashTable.put("Один", 1);

        hashTable.put("Два", 2);

        hashTable.put("Три", 3);

        System.out.println("Размер: " + hashTable.size());

        System.out.println("Получаем 'Два': " + hashTable.get("Два"));

        hashTable.remove("Два");

        System.out.println("Получаем 'Два' после удаления: " + hashTable.get("Два"));

        System.out.println("Размер после удаления: " + hashTable.size());

    }

}

Показ работоспособности:
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1. Класс HashTable<K, V>

Этот класс представляет саму хэш-таблицу. Он обобщенный и может работать с ключами (K) и значениями (V) любых типов.

2. Вложенный класс Entry<K, V>

Этот вложенный класс представляет запись, содержащую пару ключ-значение. Каждая запись содержит ключ типа K и значение типа V.

3. Поле table

Это поле представляет список списков (LinkedList) записей, которые являются основой для хранения данных в хэш-таблице. Каждый список представляет собой "ведро" (bucket) для хранения записей с одинаковым хэшем.

4. Поле size

Это поле отслеживает текущее количество записей в хэш-таблице.

5. Конструктор HashTable(int capacity)

Этот конструктор создает экземпляр хэш-таблицы с заданным начальным размером (capacity) и инициализирует список списков ведер (buckets).

6. Метод hash(K key)

Этот метод принимает ключ и возвращает его хэш-код, который используется для определения индекса ведра в списке.

7. Метод put(K key, V value)

Этот метод добавляет запись в хэш-таблицу. Он вычисляет хэш ключа, определяет ведро по хэшу и добавляет запись в это ведро. Если запись с таким ключом уже существует в ведре, то значение этой записи обновляется.

8. Метод get(K key)

Этот метод получает значение по ключу из хэш-таблицы. Он вычисляет хэш ключа, определяет ведро по хэшу и выполняет поиск записи с заданным ключом в этом ведре. Если запись с таким ключом найдена, возвращается ее значение, в противном случае возвращается null.

9. Метод remove(K key)

Этот метод удаляет запись с заданным ключом из хэш-таблицы. Он вычисляет хэш ключа, определяет ведро по хэшу и выполняет поиск записи с заданным ключом в этом ведре. Если запись с таким ключом найдена, она удаляется, и размер хэш-таблицы уменьшается на 1.

10. Метод size()

Этот метод возвращает текущий размер хэш-таблицы (количество записей).

11. Метод isEmpty()

Этот метод проверяет, пуста ли хэш-таблица (размер равен 0).

Задание 2

import java.util.\*;

class Book {

    String title;

    String author;

    int copies;

    Book(String title, String author, int copies) {

        this.title = title;

        this.author = author;

        this.copies = copies;

    }

    @Override

    public String toString() {

        return "Название: " + title + ", Автор: " + author + ", Копий: " + copies;

    }

}

public class LibraryBooks {

    private Map<String, Book> booksTable;

    public LibraryBooks() {

        booksTable = new HashMap<>();

    }

    public void insertBook(String isbn, Book book) {

        booksTable.put(isbn, book);

    }

    public Book findBook(String isbn) {

        return booksTable.get(isbn);

    }

    public void deleteBook(String isbn) {

        booksTable.remove(isbn);

    }

    public static void main(String[] args) {

        LibraryBooks library = new LibraryBooks();

        Book book1 = new Book("Война и мир", "Л. Толстой", 3);

        library.insertBook("1234567890", book1);

        Book foundBook = library.findBook("1234567890");

        if (foundBook != null) {

            System.out.println("Книга найдена: " + foundBook + "\n");

        } else {

            System.out.println("Книга не найдена");

        }

        library.deleteBook("1234567890");

        foundBook = library.findBook("1234567890");

        if (foundBook == null) {

            System.out.println("Книга успешно удалена");

        } else {

            System.out.println("Не удалось удалить книгу");

        }

    }

}
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![](data:image/png;base64,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)

1. Класс Book

Этот класс представляет книгу и содержит следующие поля:

title (название книги)

author (автор книги)

copies (количество копий книги в библиотеке)

Конструктор класса Book принимает параметры для инициализации полей.

Переопределен метод toString для удобного вывода информации о книге в виде строки.

2. Класс LibraryBooks

Этот класс представляет библиотеку и использует Map (конкретно HashMap) для хранения книг. Ключами в Map являются ISBN книги (уникальный идентификатор), а значениями - объекты класса Book.

Конструктор класса LibraryBooks создает пустую библиотеку (пустой HashMap) при инициализации.

Метод insertBook позволяет добавлять новую книгу в библиотеку по указанному ISBN.

Метод findBook ищет книгу в библиотеке по указанному ISBN и возвращает объект Book, если книга найдена, или null, если книга отсутствует.

Метод deleteBook удаляет книгу из библиотеки по указанному ISBN.

3. Метод main

В методе main демонстрируется использование классов LibraryBooks и Book.

Создается объект LibraryBooks, представляющий библиотеку.

Создается объект Book и добавляется в библиотеку с использованием метода insertBook.

Выполняется поиск книги в библиотеке по ISBN с использованием метода findBook. Если книга найдена, она выводится на экран, в противном случае выводится сообщение о том, что книга не найдена.

Выполняется удаление книги из библиотеки с использованием метода deleteBook. Затем выполняется повторный поиск книги для проверки, была ли книга успешно удалена.